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Abstract

Presto is a Lagrangian, three-dimensional explicit, transient dynamics code that is used to analyze solids
subjected to large, suddenly applied loads. The code is designed for a parallel computing environment and
for problems with large deformations, nonlinear material behavior, and contact. Presto also has a versa-
tile element library that incorporates both continuum elements and structural elements. This user’s guide
describes the input for Presto that gives users access to all the current functionality in the code. The en-
vironment in which Presto is built allows it to be coupled with other engineering analysis codes. Using a
concept called scope, the input structure reflects the fact that Presto can be used in a coupled environment.
The user’s guide describes how scope is implemented from the outermost to the innermost scopes. Within
a given scope, the descriptions of input commands are grouped based on functionality of the code. For
example, all material input command lines are described in a chapter of the user’s guide for all the material
models that can be used in Presto.
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Presto 4.14 Release Notes

Following is a list of new features and syntax changes made to Presto since the 4.11 release.

Nodal Jacobian Metric

The nodal Jacobian ratio element distortion metric has been added. See Section 2.4.

Filename Metacharacters
When referring to an input, output, history, heartbeat, or restart file by name, the $B and %P

metacharacters can be used to represent the basename of the input file and number of processors,
respectively. See Sections 5.1.1, 8.2.1, 8.3, 8.4, and 8.5.1.

Hourglass Control

The default hourglass control for the strongly objective hexahedron has been reverted to be the
incremental formulation. See Section 5.2.1

Volume Derivatives for Void Elements

Void elements can now compute the first and second time derivatives of their volume for output in
addition to the volume itself. See Section 5.2.1.

LAME models for shells, beams, and trusses

The ability to use material models provided by the LAME library for shells, beams, and trusses
has been added, and these models are now used by default. See Sections 5.2.3,5.2.5, and 5.2.6.

Drilling Stiffness for Quadrilateral Shells

The formulation for quadrilateral shell elements has been modified to include drilling stiffness.
This is off by default, but can be enabled to improve solution stability. See Section 5.2.3.
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SPH Radius Calculation Options

The ability to compute the radius and density of SPH particles in the same way as Pronto has
been added. This option is selected using the DENSITY FORMULATION command line. See Sec-
tion 5.2.10.

Superelement Damping Matrix

The ability to specify the damping matrix for superelements has been added. Section 5.2.11.

Element to Particle Conversion

The capability to convert hex and shell elements to particles has been added. See Section 5.5.4.7.

Remeshing Commands

The MAX REMESH REBALANCE METRIC and MAX NUMBER ELEMENTS commands have been
added to control the behavior of remeshing. See Section 5.8.1.

Embedded Submodels

A capability to include an embedded submodel has been added. See Section 6.10.9.

Analytic Rigid Surfaces for Contact

Contact analytic planes may now be attached to rigid bodies. These planes translate and rotate
with the rigid body. See Section 7.3.1.

Lofted Shell Contact Options

The CONTACT SHELL THICKNESS and ALLOWABLE SHELL THICKNESS commands have been
added to allow contact to automatically pick lofted shell thicknesses that optimize the speed and
accuracy of the contact with lofted shells. See Section 7.9

Contact Qutput Variables with Dash

Output of contact variables is now enabled with the Dash contact algorithm. See Section 7.10
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Secondary Decomposition Default Change

The secondary decomposition option for ACME contact is now inactive by default. It can still
optionally be activated. See Section 7.12.3.

User Defined Contact Search Box with Dash
The user may now define one or more search boxes to be used during the global contact search

with the USER SEARCH BOX command block. This is only available with Dash contact. See
Section 7.13.

Penalty Contact Option Removed

The option for penalty contact enforcement, which was specified using the ENFORCEMENT
ALGORITHM option, has been removed. See Section 7.14.

Node-Face Contact with Dash

Support for node-face contact has been added to the Dash contact algorithm. This can optionally
be enabled using the CONSTRAINT FORMULATION command. See Section 7.16.7.

Improved Sideset Contact with Dash

The capability for contact based on surfaces rather than blocks with the Dash contact algorithm
has been improved, although it is still preferred to use block on block contact. See Section 7.18.

Tied Contact with Dash

The handling of tied contact has been improved in the Dash contact algorithm. See Section 7.18.

Shell Contact with Dash
Support for shell contact in the Dash contact algorithm has been dramatically improved. In addition

to general improvements for shell contact in Dash, support for contact with lofted shells has been
added. See Section 7.18.

Lofted Sphere Contact with Dash

Support for the use of lofted speheres around particle elements has been added to the Dash contact
algorithm. See Section 7.18.
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Contact Subcycling

The ability to perform subcycles for contact enforcement has been added to Dash contact. This
can be controlled using the MAX CONTACT SUB STEPS command. See Section 7.18.

New Derived Output Variable
The tranform_shell_strain derived output variable has been added. This provides a trans-

formation of the strain in shell elements from the local element coordinate system to the global
coordinate system. See Table 8.4.

Momentum and Energy Sum by Block

Sums of momentum and energy per block have been output as global varialbes. See Table 8.16.

Modified Spot Weld Variables

The names of the spot weld variables in Table 8.17 have been modified.



Chapter 1

Introduction

This document is a user’s guide for the code Presto. Presto is a three-dimensional transient dynam-
ics code with a versatile element library, nonlinear material models, large deformation capabilities,
and contact. It is built on the SIERRA Framework [1, 2]. SIERRA provides a data management
framework in a parallel computing environment that allows the addition of capabilities in a modular
fashion. Contact capabilities are parallel and scalable.

The Presto 4.14 User’s Guide provides information about the functionality in Presto and the com-
mand structure required to access this functionality in a user input file. This document is divided
into chapters based primarily on functionality. For example, the command structure related to the
use of various element types is grouped in one chapter; descriptions of material models are grouped
in another chapter.

The input and usage of Presto is similar to that of the code Adagio [3]. Adagio is a three-
dimensional quasi-static code with a versatile element library, nonlinear material models, large
deformation capabilities, and contact. Adagio, like Presto, is built on the SIERRA Framework [1].
Contact capabilities for Adagio are also parallel and scalable. A significant feature of Adagio is
that it offers a multilevel, nonlinear iterative solver.

Because of the similarities in input and usage between Presto and Adagio, the user’s guides for
the two codes are structured in the same manner and share common material. (Once you have
mastered the input structure for one code, it will be easy to master the syntax structure for the
other code.) To maintain the commonality between the two user’s guides, we have used a variety
of techniques. For example, references to Adagio may be found in the Presto user’s guide and vice
versa, and the chapter order across the two guides is the same.

On the other hand, each of the two user’s guides is expressly tailored to the features of the specific
code and documents the particular functionality for that code. For example, though both Presto and
Adagio have contact functionality, the content of the chapter on contact in the two guides differs.

Important references for both Adagio and Presto are given in the references section at the end of
this chapter. Adagio was preceded by the codes JAC and JAS3D; JAC is described in Reference 4;
JAS3D is described in Reference 5. Presto was preceded by the code Pronto3D. Pronto3D is
described in References 6 and 7. Some of the fundamental nonlinear technology used by both
Presto and Adagio are described in References 8, 9, and 10. Currently, both Presto and Adagio
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use the Exodus II database and the XDMF database; Exodus II is more commonly used than
XDME. (Other options may be added in the future.) The Exodus II database format is described in
Reference 11, and the XDMF database format is described in Reference 12. Important information
about contact is provided in the reference document for ACME [13]. ACME is a third-party library
for contact.

One of the key concepts for the command structure in the input file is a concept referred to as
scope. A detailed explanation of scope is provided in Section 1.2. Most of the command lines in
Chapter 2 are related to a certain scope rather than to some particular functionality.

1.1 Document Overview

This document describes how to create an input file for Presto. Highlights of the document contents
are as follows:

e Chapter 1 presents the overall structure of the input file, including conventions for the com-
mand descriptions, style guidelines for file preparation, and naming conventions for input
files that reference the Exodus II database [11]. The chapter also gives an example of the
general structure of an input file that employs the concept of scope.

e Chapter 2 explains some of the commands that are general to various applications based on
the SIERRA Framework. These commands let you define scopes, functions, and coordinate
systems, and they let you set up some of the main time control parameters (begin time, end
time, time blocks) for your analysis. (Time control and time step control are discussed in
more detail in Chapter 3.) Other capabilities documented in this chapter are available for
calculating element distortion and for activating and deactivating functionality at different
times throughout an analysis.

e Chapter 3 describes how to set the start time, end time, and time blocks for an analysis. This
chapter also discusses various options for controlling the critical time step in Presto.

e Chapter 4 describes material models that can be used in conjunction with the elements in
Presto and Adagio. Most of the material models have an interface that allows the models to
be used by the elements in both codes. Even though a material model can be used by both
codes, it may be that the use of the material model is better suited for one code rather than
for the other code. For example, a material model set up to characterize behavior over a long
time would be better suited for use in Adagio than in Presto. If a material model is better
suited for one of the two codes, this information will be noted for the material model. In some
cases, a material model may only be included in one of the two user’s guides. Chapter 4 also
discusses the application of temperature to a mesh and the computation of thermal strains
(isotropic and anisotropic).

e Chapter 5 lists the elements in Presto and Adagio and describes how to set up commands
to use the various options for the elements. Most elements can be used in either Presto or
Adagio. If an element is available in one code but not the other, this information will be noted
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for the element. In some cases, an element may only be included in one of the two user’s
guides. For example, Presto has a special element implementation referred to as smoothed
particle hydrodynamics (SPH). The Presto user’s guide contains a section on SPH, but the
Adagio user’s guide does not. Chapter 5 also includes descriptions of the commands for mass
property calculations, element death, and mesh rebalancing. Two “element-like" capabilities
are discussed in Chapter 5—torsional springs and rigid bodies. Although torsional springs
and rigid bodies exhibit element-like behavior, they are really implemented as boundary
conditions. From a user’s point of view, it is best to discuss the torsional-spring and rigid-
body capabilities with elements.

e Chapter 6 documents how to use kinematic boundary conditions, force boundary conditions,
initial conditions, and specialized boundary conditions.

e Chapter 7 discusses how to define interactions of contact surfaces.
e Chapter 8 details the various options for obtaining output.
e Chapter 9 provides an overview of the user subroutine functionality.

e Chapter A provides a sample input file from an analysis of 16 lead spheres being crushed
together inside a steel box. This problem emphasizes large deformation and contact.

e Chapter B gives all the permissible Presto input lines in their proper scope.

e The index allows you to find information about command blocks and command lines. In
general, single-level entries identify the page where the command syntax appears, with dis-
cussion following soon thereafter—on the same page or on a subsequent page. Page ranges
are not provided in this index. Some entries consist of two or more levels. Such entries are
typically based on context, including such information as the command blocks in which a
command line appears, the location of the discussion related to a particular command line,
and tips on usage. The PDF version of this document contains hyperlinked entries from the
page numbers listed in the index to the text in the body of the document.

Note that all references cited within the text of each chapter are listed at the end of the respective
chapters rather than in a separate references chapter. The reference sections in the chapters are not
necessarily edited so that they are specific to Adagio or Presto. Some chapters will have exactly
the same set of references (even if not all are cited for a particular user’s guide), and some chapters
will have the references tailored to the specific user’s guide.
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1.2 Overall Input Structure

Presto is one of many mechanics codes built on the SIERRA Framework. The SIERRA Framework
provides the capability to perform multiphysics analyses by coupling together SIERRA codes ap-
propriate for the mechanics of interest. Input files may be set up for analyses using only Presto, or
they may be set up to couple Presto and one or more other SIERRA analysis codes. For example,
you might run Adagio to compute a stress state, and then use the results of this analysis as initial
conditions for a Presto analysis. For a multiphysics analysis using Presto and Adagio, the time-
step control, the mesh-related definitions, and the boundary conditions for both Presto and Adagio
will all be in the same input file. Therefore, the input for Presto reflects the fact that it could be
part of a multiphysics analysis. (Note that not all codes built on the SIERRA Framework can be
coupled. Consult with the authors of this document to learn about the codes that can be coupled
with Presto.)

To create files defining multiphysics analyses, the input files use a concept called “scope.” Scope is
used to group similar commands; a scope can be nested inside another scope. The broadest scope
in the input file is the SIERRA scope. The SIERRA scope contains information that can be shared
among different physics. Examples of physics information that can be shared are definitions of
functions and materials. Thus, in our above example of a coupled Presto/Adagio multiphysics
analysis, both Adagio and Presto could reference functions to define such things as time histories
for boundary conditions or stress-strain curves. Some of the functions could even be shared by
these two applications. Both Presto and Adagio could also share information about materials.

Within the SIERRA scope are two other important scopes: the procedure scope and the region
scope. The region is nested inside the procedure, and the procedure is nested inside the SIERRA
scope. The procedure scope controls the overall analysis from the start time to the end time; the
region scope controls a single time step. For a multiphysics analysis, the SIERRA scope could
contain several different procedures and several different regions.

Inside the procedure scope (but outside of the region scope) are commands that set the start time
and the end time for the analysis.

Inside the region scope for Presto are such things as definitions for boundary conditions and con-
tact. In a multiphysics analysis, there would be more than one region. In our Presto/Adagio
example, there would be both a Presto region and an Adagio region, each within its respective
procedures. The definitions for boundary conditions and contact and the mesh specification for
Presto would appear in the Presto region; the definitions for boundary conditions and contact and
the mesh specification for Adagio would appear in the Adagio region.

The input for Presto consists of command blocks and command lines. The command blocks define
a scope. These command blocks group command lines or other command blocks that share a
similar functionality. A command block will begin with an input line that has the word “begin”;
the command block will end with an input line that has the word “end”. The SIERRA scope, for
example, is defined by a command block that begins with an input line of the following form:

BEGIN SIERRA my_problem

The two character strings BEGIN and STERRA are the key words for this command block. An input
line defining a command block or a command line will have one or more key words. The string
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my_problem is a user-specified name for this SIERRA scope. The SIERRA scope is terminated
by an input line of the following form:

END SIERRA my_problem

In the above input line, END and STIERRA are the key words to end this command block. The
SIERRA scope can also be terminated simply by using the following key word:

END

The above abbreviated command line will be discussed in more detail in later chapters. There are
similar input lines used to define the procedure and region scopes. Boundary conditions are another
example where a scope is defined. A particular instance of a boundary condition for a prescribed
displacement boundary condition is defined with a command block. The command block for the
boundary condition begins with an input line of the form:

BEGIN PRESCRIBED DISPLACEMENT

and ends with an input line of either of the following forms:
END PRESCRIBED DISPLACEMENT
END

Command lines appear within the command blocks. The command lines typically have the form
keyword = value, where value can be a real, an integer, or a string. In the previous example
of the prescribed displacement boundary condition, there would be command lines inside the com-
mand block that are used to set various values. For example, the boundary condition might apply
to all nodes in node set 10, in which case there would be a command line of the following form:

NODE SET = nodelist 10

If the prescribed displacement were to be applied along a given component direction, there would
be a command line of this form:

COMPONENT = X

The form above would specify that the prescribed displacement would be in the x-direction.
Finally, if the displacement magnitude is described by a time history function with the name
cosine_curve, there would be a command line of this form:

FUNCTION = cosine_curve

The command block for the boundary condition with the appropriate command lines would appear
as follows:

BEGIN PRESCRIBED DISPLACEMENT
NODE SET = nodelist_10
COMPONENT = X
FUNCTION = cosine_curve

END PRESCRIBED DISPLACEMENT

It is possible to have a command line with the same key words appearing in different scopes. For
example, we might have a command line identified by the word TYPE in two or more different
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scopes. The command line would perform different functions based on the scope in which it
appeared, and the associated value could be different in the two locations.

The input lines are read by a parser that searches for recognizable key words. If the key words in an
input line are not in the list of key words used by Presto to describe command blocks and command
lines, the parser will generate an error. A set of key words defining a command line or command
block for Presto that is not in the correct scope will also cause a parser error. For example, the
key words STEP INTERVAL define a valid command line in the scope of the TIME CONTROL
command block. However, if this command line was to appear in the scope of one of the boundary
conditions, it would not be in the proper scope, and the parser would generate an error. Once the
parser has an input line with any recognizable key words in the proper scope, a method can be
called that will handle the input line.

There is an initial parsing phase that checks only the parser syntax. If the parser encounters a
command line it cannot parse within a certain scope, the parser will indicate it cannot recognize the
command line and will list the various command lines that can appear within that scope. The initial
parsing phase will catch errors such as the one described in the previous paragraph (a command
line in the wrong scope). It will also catch misspelled key words. The initial parsing does not
catch some other types of errors, however. If you have specified a value on a command line that is
out of a specified range for that command line, the initial parsing will not catch this error. If you
have some combination of command lines within a command block that is not allowed, the initial
parsing will not catch this error. These other errors are caught after the initial parsing phase and
are handled one error at a time.



1.3. CONVENTIONS FOR COMMAND DESCRIPTIONS 37

1.3 Conventions for Command Descriptions

The conventions below are used to describe the input commands for Presto. A number of the
individual command lines discussed in the text appear on several text lines. In the text of this
document, the continuation symbols that are used to continue lines in an actual input file (\#
and \$, Section 1.4.2) are not used for those instances where the description of the command
line appears on several text lines. The description of command lines will clearly indicate all the
key words, delimiters, and values that constitute a complete command line. As an example, the
DEFINE POINT command line (Section 2.1.6) is presented in the text as follows:

DEFINE POINT <string>point_name WITH COORDINATES
<real>value_1 <real>value_2 <real>value_3

If the DEFINE POINT command line were used as a command line in an input file and spread over
two input lines, it would appear, with actual values, as follows:

DEFINE POINT center WITH COORDINATES \#
10.0 144.0 296.0

In the above example, the \ # symbol implies the first line is continued onto the second line.

1.3.1 Key Words

The key word or key words for a command are shown in uppercase letters. For actual input, you
can use all uppercase letters for the key words, all lowercase letters for the key words, or some
combination of uppercase and lowercase letters for the key words.

1.3.2 User-Specified Input

The input that you supply is typically shown in lowercase letters. (Occasionally, uppercase letters
may be used for user input for purposes of clarity or in examples.) The user-supplied input may be
a real number, an integer, a string, or a string list. For the command descriptions, a type appears
before the user input. The type (real, integer, string, string list) description is enclosed by angle
brackets, <>, and precedes the user-supplied input. For example:

<real>value

indicates that the quantity value is a real number. For the description of an input command, you
would see the following:

FUNCTION = <string>function_name
Your input would be
FUNCTION = my_name
if you have specified a function name called my_name.

Valid user input consists of the following:
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<integer> Integer data is a single integer number.

<real> Real data is a single real number. It may be formatted
with the usual conventions, such as 1234.56
orl.23456e+03.

<string> String data is a single string.

<string list> A string list consists of multiple strings separated
by white space, a comma, a tab, or white
space combined with a comma or a tab.

1.3.3 Optional Input

Anything in an input line that is enclosed by square brackets, [ ], represents optional input within
the line. Note, however, that this convention is not used to identify optional input lines. Any
command line that is optional (in its entirety) will be described as such within the text.

1.3.4 Default Values

A value enclosed by parentheses, (), appearing after the user input denotes the default value. For
example:

SCALE FACTOR = <real>scale_factor(1.0)

implies the default value for scale_factor is 1.0. Any value you specify will overwrite the
default.

For your actual input file, you may simply omit a command line if you want to use the default
value associated with the command line. For example, there is a TIME STEP SCALE FACTOR
command line used to set one of the time control parameters; the parameter for this command line
has a default value of 1.0. If you want to use the default value of 1.0 for this parameter, you do not
have to include the TIME STEP SCALE FACTOR command line in the TIME CONTROL command
block.

1.3.5 Multiple Options for Values

Quantities separated by the | symbol indicate that one and only one of the possible choices must
be selected. For example:

EXPANSION RADIUS = <string>SPHERICAL|CYLINDRICAL

implies that expansion radius must be defined as SPHERICAL or CYLINDRICAL. One of the values
must appear. This convention also applies to some of the command options within a begin/end
block. For example:
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SURFACE = <string>surface_name|
NODE SET = <string>nodelist_name

in a command block specifies that either a surface or a node set must be specified.

Quantities separated by the / symbol can appear in any combination, but any one quantity in the
sequence can appear only once. For example,

COMPONENTS = <string>X/Y/Z

implies that components can equal any combination of X, Y, and Z. Any value (X or Y or Z) can
appear at most once, and at least one value of X, Y, or Z must appear. Some examples of valid
expressions in this case are as follows:

COMPONENTS = Z
COMPONENTS = zZ X
COMPONENTS = Y X Z
COMPONENTS = Z Y X
An example of an invalid expression would be the following:

COMPONENTS = Y Y Z

1.3.6 Known Issues and Warnings

Where there are known issues with the code, these are documented in the following manner:

Known Issue: A description of the known issue with the code would be provided
l : s here.

Similarly, warnings regarding usage of code features that are not defective, but must be used with
care because of their nature, are documented as follows:

Warning: A description of the warning related to the usage of a code feature would
be provided here.
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1.4 Style Guidelines

This section gives information that will affect the overall organization and appearance of your input
file. It also contains recommendations that will help you construct input files that are readable and
easy to proof.

1.4.1 Comments

A comment is anything between the # symbol or the $ symbol and the end-of-line. If the first
nonblank character in a line is a # or $, the entire line is a comment line. You can also place a #
or $ (preceded by a blank space) after the last character in an input line used to define a command
block or command line.

1.4.2 Continuation Lines

An input line can be continued by placing a \ # pair of characters (or \ $) at the end of the line. The
following line is then taken to be a continuation of the preceding line that was terminated by the
\# or \ $. Note that everything after the line-continuation pair of characters is discarded, including
the end-of-line.

1.4.3 Case

Almost all the character strings in the input lines are case insensitive. For example, the BEGIN
STIERRA key words could appear as one of the following:

BEGIN SIERRA
begin sierra
Begin Sierra

You could specify a STERRA command block with:
BEGIN SIERRA BEAM

and terminate the command block with this input line:
END SIERRA beam

Case is important only for file name specifications. If you have defined a restart file with uppercase
and lowercase letters and want to use this file for a restart, the file name you use to request this
restart file must exactly match the original definition you chose.

1.4.4 Commas and Tabs

Commas and tabs in input lines are ignored.
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1.4.5 Blank Spaces

We highly recommend that everything be separated by blank spaces. For example, a command line
of the form

node set = nodelist_10

is recommended over the following forms:
node set= nodelist_10
node set =nodelist_10

Both of the above two lines are correct, but it is easier to check the first form (the equal sign
surrounded by blank space) in a large input file.

The parser will accept the following line:
BEGIN SIERRABEAM

However, it is harder to check this line for the correct spelling of the key words and the intended
SIERRA scope name than this line:

BEGIN SIERRA BEAM

It is possible to introduce hard-to-detect errors because of the way in which the blank spaces are
handled by the command parser. Suppose you type

begin definition for functions my_func
rather than the following correct form:
begin definition for function my_func

For the incorrect form of this command line (in which functions is used rather than function),
the parser will generate a string name of

s my_func
for the function name rather than the following expected name:
my_func

If you attempt to use a function named my_ func, the parser will generate an error because the list
of function names will include s my_ func but not my_ func.

1.4.6 General Format of the Command Lines

In general, command lines have the following form:
keyword = value

This pattern is not always followed, but it describes the vast majority of the command lines.
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1.4.7 Delimiters

The delimiter used throughout this document is “=" (the equal sign). Typically, but not always,
the = separates key words from input values in a command line. Consider the following command
line:

COMPONENTS = X

Here, the key word COMPONENTS is separated from its value, a string in this case, by the =. Some
command lines do allow for other delimiters. The use of these alternate delimiters is not consistent,
however, throughout the various command lines. (This lack of consistency has the potential for
introducing errors in this document as well as in your input.) The = provides a strong visual cue
for separating key words from values. By using the = as a delimiter, it is much easier to proof your
input file. It also makes it easier to do “cut and paste” operations. If you accidentally delete =, it is
much easier to detect than accidentally removing part of one of the other delimiters that could be
used.

1.4.8 Order of Commands

There are no requirements for ordering the commands. Both the input sequence:

BEGIN PRESCRIBED DISPLACEMENT
NODE SET = nodelist_ 10
COMPONENT = X
FUNCTION = cosine_curve

END PRESCRIBED DISPLACEMENT

and the input sequence:

BEGIN PRESCRIBED DISPLACEMENT
FUNCTION = cosine_curve
COMPONENT = X
NODE SET = nodelist_10

END PRESCRIBED DISPLACEMENT

are valid, and they produce the same result. Remember, that command lines and command blocks
must appear in the proper scope.

1.4.9 Abbreviated END Specifications

It is possible to terminate a command block without including the key word or key words that
identify the block. You could define a specific instance of the prescribed displacement boundary
condition with:

BEGIN PRESCRIBED DISPLACEMENT
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and terminate it simply with:
END

as opposed to the following specification:
END PRESCRIBED DISPLACEMENT

Both the short termination (END only) and the long termination (END followed by identification, or
name, of the command block) are valid. It is recommended that the long termination be used for
any command block that becomes large. The RESULTS OUTPUT command block described in later
chapters can become fairly lengthy, so this is probably a good place to use the long termination. For
most boundary conditions, the command block will typically consist of five lines. In such cases,
the short termination can be used. Using the long termination for the larger command blocks will
make it easier to proof your input files. If you use the long termination, the text following the
END key word must exactly match the text following the BEGIN key word. You could not have
BEGIN PRESCRIBED DISPLACEMENT paired with an END PRESCRIBED DISPL to define the
beginning and ending of a command block.

1.4.10 Indentation

When constructing an input file, it is useful, but not required, to indent a scope that is nested inside
another scope. Command lines within a command block should also be indented in relation to
the lines defining the command block. This will make it easier to construct the input file with
everything in the correct scope and with all the command blocks in the correct structure.

1.4.11 Including Files

External text files containing input commands can be included at any point in the Presto input file
using the INCLUDEFILE command. This command can be used in any context in the input file. To
use this command, simply use the command INCLUDEFILE followed by the name of the file to be
included. For example, the command:

INCLUDEFILE displacement_history.i

would include the displacement_history.i as if the contents of that file were places in the
position that it is included in the input file. The included file is contained in the standard echo of
the input that is provided at the beginning of the log file.
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1.5 Naming Conventions Associated with the Exodus II
Database

When the mesh file has an Exodus II format, there are three basic conventions that apply to user
input for various command lines. First, for a mesh file with the Exodus II format, the Exodus II
side set is referenced as a surface. In SIERRA, a surface consists of element faces plus all the
nodes and edges associated with these faces. A surface definition can be used not only to select
a group of faces but also to select a group of edges or a group of nodes that are associated with
those faces. In the case of boundary conditions, a surface definition can be used not only to apply
boundary conditions that typically use surface specifications (pressure) but also to apply boundary
conditions for what are referred to as nodal boundary conditions (fixed displacement components).
For nodal boundary conditions that use the surface specification, all the nodes associated with the
faces on a specific surface will have this boundary condition applied to them. The specification
for a surface identifier in the following chapters is surface_name. It typically has the form
surface_integerid, where integerid is the integer identifier for the surface. If the side set
identifier is 125, the value of surface_name would be surface_125. It is also possible to
generate an alias for the side set! and use this for surface_name. If surface_125 is aliased
to outer_skin, then surface_name becomes outer_skin in the actual input line. It is also
possible to name a surface in some mesh generation programs and that name can be used in the
input file.

Second, for a mesh file with the Exodus II format, the Exodus II node set is still referenced as a
node set. A node set can be used only for cases where a group of nodes needs to be defined. The
specification for a node set identifier in the following chapters is nodelist_name. It typically
has the form nodelist_integerid, where integerid is the integer identifier for the node set.
If the node set number is 225, the value of nodelist name would be nodelist_225. Itis also
possible to generate an alias for the node set and use this for nodelist_name. If nodelist_225
is aliased to inner_skin, then nodelist_name becomes inner_skin in the actual input line.
It is also possible to name a nodelist in some mesh generation programs and that name can be used
in the input file.

Third, an element block is referenced as a block. The specification for an element block identifier
in the following chapters is block_name. It typically has the form block_integerid, where
integerid is the integer identifier for the block. If the element block number is 300, the value
of block_name would be block_300. It is also possible to generate an alias for the block and
use this for block_name. If block_300 is aliased to big_chunk, then block_name becomes
big_chunk in the actual input line. It is also possible to name an element block in some mesh
generation programs and that name can be used in the input file.

A group of elements can also be used to select other mesh entities. In SIERRA, a block consists of
elements plus all the faces, edges, and nodes associated with the elements. The block and surface
concepts are similar in that both have associated derived quantities. Chapters 6 and 7 show how
this concept of derived quantities is used in the input command structure.

ISee the ALTAS command in Section 5.1.2
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1.6 Major Scope Definitions for an Input File

The typical input file will have the structure shown below. The major scopes—SIERRA, procedure,
and region—are delineated with input lines for command blocks. Comment lines are included that
indicate some of the key scopes that will appear within the major scopes. Note the indentation
used for this example.

BEGIN SIERRA <string>some_name

#
# A1l command blocks and command lines in the SIERRA
# scope appear here. The PROCEDURE PRESTO command
# block is the beginning of the next scope.
#
# function definitions
# material descriptions
# description of mesh file
#
BEGIN PROCEDURE PRESTO <string>procedure_name

#

# time step control

#

BEGIN REGION PRESTO <string>region_name

#

All command blocks and command lines in the
region scope appear here

#
#
#
# specification for output of result

# specification for restart

# boundary conditions

# definition of contact

#

END [REGION PRESTO <string>region_name]
END [PROCEDURE PRESTO <string>procedure_name]

END [SIERRA <string>some_name]
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1.7 Input/Output Files

The primary user input to Presto is the input file introduced in this chapter. Throughout this doc-
ument, we explain how to construct a valid input file. It is important to be aware that Presto also
processes a number of other types of input files and produces a variety of output files. These ad-
ditional files are also discussed in this document where applicable. Figure 1.1 presents a simple
schematic diagram of the various input and output files in Presto. Both Adagio and Presto use the
same file structure. Therefore, in Figure 1.1, we indicate that the code (graphically represented by
the central cylinder) can be either Presto or Adagio.

input ——»

mesh —» results

Adagio
restart(in) —» or
Presto | —* restart(out)

—» history

subroutine —»
—» log

—» output

<

Figure 1.1: Input/output files

As shown in Figure 1.1, Presto uses the input file, mesh files, restart files, and user subroutine files.
The input file, which is required, is a set of valid Presto command lines. Another required input is
a mesh file, which provides a description of the finite element mesh for the object being analyzed.
Restart and user subroutine files are optional inputs. The restart functionality lets you break an
analysis from the start time to the termination time into a sequence of runs. The files generated
by the restart functionality contain a complete state description for a problem at various analysis
times, which we will refer to as restart times. You can restart Presto at any of these restart times
because the complete state description is known (see Chapter 8). The user subroutine files let you
build and incorporate specialized functionality into Presto (Chapter 9).

As also shown in Figure 1.1, Presto can generate a number of files. These include results files,
history files, restart files, a log file, and an output file. Typically, only the log file and the output
file are produced automatically. Generation of the other types of files is based on user settings in
the input file for the particular kinds of output desired. Results files provide the values of global
variables, element variables, and node variables at specified times (see Chapter 8). History files
will also provide values of global variables, element variables, and node variables at specified times
(see Chapter 8). History files are set up to provide a specific value at a specific node, for example,
whereas results files provide a nodal value for large subsets of nodes or, more typically, all nodes.
History files provide a much more limited set of information than results files. As noted above,
restart files can be generated at various analysis times. The log file contains a variety of information
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such as the Presto version number, a listing of the input file, initialization information, some model
information (mass, critical time steps for element blocks, etc.), and information at various time
steps. At every nth step, where n is user selected, the log file gives the current analysis time; the
current time step; the kinetic, internal, and external energies; the error in the energy; and computing
time information. You can monitor step information in the log file to gain information about how
your analysis is progressing. The output file contains error information.
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1.8 Obtaining Support

Support for all SIERRA Mechanics codes, including Presto, can be obtained by contacting the
SIERRA Mechanics user support hotline by email at sierra-help@sandia.gov, or by telephone at
(505)845-1234.


mailto:sierra-help@sandia.gov
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